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**Introduction**

JavaScript is a very flexible object-oriented language when it comes to syntax. In this article you can find three ways of defining and instantiating an object. Even if you have already picked your favorite way of doing it, it helps to know some alternatives in order to read other people's code.

It's important to note that there are no classes in JavaScript. Functions can be used to somewhat simulate classes, but in general JavaScript is a class-less language. Everything is an object. And when it comes to inheritance, objects inherit from objects, not classes from classes as in the "class"-ical languages.

**1. Using a function**

This is probably one of the most common ways. You define a normal JavaScript function and then create an object by using the new keyword. To define properties and methods for an object created using function(), you use the this keyword, as seen in the following example.

function Apple (type) {

this.type = type;

this.color = "red";

this.getInfo = getAppleInfo;

}

// anti-pattern! keep reading...

function getAppleInfo() {

return this.color + ' ' + this.type + ' apple';

}

To instantiate an object using the Apple *constructor function*, set some properties and call methods you can do the following:

var apple = new Apple('macintosh');

apple.color = "reddish";

alert(apple.getInfo());

**1.1. Methods defined internally**

In the example above you see that the method getInfo() of the Apple "class" was defined in a separate function getAppleInfo(). While this works fine, it has one drawback – you may end up defining a lot of these functions and they are all in the "global namespece". This means you may have naming conflicts if you (or another library you are using) decide to create another function with the same name. The way to prevent pollution of the global namespace, you can define your methods within the constructor function, like this:

function Apple (type) {

this.type = type;

this.color = "red";

this.getInfo = function() {

return this.color + ' ' + this.type + ' apple';

};

}

Using this syntax changes nothing in the way you instantiate the object and use its properties and methods.

**1.2. Methods added to the prototype**

A drawback of 1.1. is that the method getInfo() is recreated every time you create a new object. Sometimes that may be what you want, but it's rare. A more inexpensive way is to add getInfo() to the *prototype* of the constructor function.

function Apple (type) {

this.type = type;

this.color = "red";

}

Apple.prototype.getInfo = function() {

return this.color + ' ' + this.type + ' apple';

};

Again, you can use the new objects exactly the same way as in 1. and 1.1.

**2. Using object literals**

Literals are shorter way to define objects and arrays in JavaScript. To create an empty object using you can do:  
var o = {};  
instead of the "normal" way:  
var o = new Object();  
For arrays you can do:  
var a = [];  
instead of:  
var a = new Array();  
So you can skip the class-like stuff and create an instance (object) immediately. Here's the same functionality as described in the previous examples, but using object literal syntax this time:

var apple = {

type: "macintosh",

color: "red",

getInfo: function () {

return this.color + ' ' + this.type + ' apple';

}

}

In this case you don't need to (and cannot) create an instance of the class, it already exists. So you simply start using this instance.

apple.color = "reddish";

alert(apple.getInfo());

Such an object is also sometimes called *singleton*. In "classical" languages such as Java, *singleton* means that you can have only one single instance of this class at any time, you cannot create more objects of the same class. In JavaScript (no classes, remember?) this concept makes no sense anymore since all objects are singletons to begin with.

**3. Singleton using a function**

Again with the singleton, eh? ![🙂](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEgAAABICAMAAABiM0N1AAAAvVBMVEVMaXH/zEz/zE3/x1X/zEz/y0n/zE3/y0z/zEz/zEz/zEz/zE3/zE3/zU7/0U//zEz/zEz/zEz/qlX/zEv/zEz/zEz/zEz/zEz/zUv/zEz/zEz/zU3/y0z/zE3/zEz/zEz/zEz/ykz/y0z/zE1mRQBsSgP0w0eQahS0iSdoRwHLnjKFYA95VgmcdRv+y0xxTgXRozXquULZqzr7yErnt0HvvkWUbhfhsj6nfiGKZBJ8WAvDly6jex5zUQZ7WAvP+DgKAAAAI3RSTlMA8O4E0Qdw+f6w3kPLIgySZLkDPetbeecbYFBWNIqIMmsY5QTGCOEAAAJHSURBVHgBrdj1QvtKEAXgiUvdWxxOvC443Pd/rB+5+Ea7zPdn3HZzZqhE/6x77uiualmqqzvn3bM+SZiajgKB4phTOoox6tnIZfdGBtXVNm9QYjhuUx3aWEUF1dSo0kBHDW6DyhkdG7XYHYNKtJqordmiQg0FR1AKb+/EwlGsU8rVtXEku5t7PTaOZudcU8OCBKtBgpYCKYrw7owmJDUN+qkDaR36YWBDmj2gL5qOP9A1+jTGn5j0oT3EnwzbhRd0u1yvl7eoWi5ckjGBYPvqvXnd1l0+MSg1g2A19/43XxUuF4wo1YNg433YFC4X9OjN1IZg6X1YFi4X2FMiMiFaeB/+K14uuCIiByLf++AXLxc4RH2F40BKn87AcWs4oy4g9bAFMzoHpF6/4IIcQOqDFDikA5AZIgKdXAAyg1bgkgoWQ7LAwuI7ENutuWDhkg4WOjlg4dA5WFxQFyxmdAYWl9RXwEDpE8/TdojIRFY4P6DAYR4i6yr3dwQ8eX4UIEcQ+d4TMuzr3B8kEKUz/MtOnNh2L+n8HyGjR6kRMvYLL7W+i5L7bbDfB9v7JLrzvdRij4wRpYwbZOxir0C8Q8bEKM5Zz16BZ2SZZUFr43s5/KQsaJGJHIdHL+PxgBxmRRhdbcL419MJN6v8MFodj4PkIVys43i9CB+SoDge8wd2hhKCoagRDOTLLP7Cj7UUlS+OGcr1AX8DgbulIdFk0QdUSTOHqDA0NY5G1GTcZmyN1Xd95agQqM7VNUnoX84uvtuHF7PLPhX7BzoBLdE6XKOPAAAAAElFTkSuQmCC)

The third way presented in this article is a combination of the other two you already saw. You can use a function to define a singleton object. Here's the syntax:

var apple = new function() {

this.type = "macintosh";

this.color = "red";

this.getInfo = function () {

return this.color + ' ' + this.type + ' apple';

};

}

So you see that this is very similar to 1.1. discussed above, but the way to use the object is exactly like in 2.

apple.color = "reddish";

alert(apple.getInfo());

new function(){...} does two things at the same time: define a function (an anonymous constructor function) and invoke it with new. It might look a bit confusing if you're not used to it and it's not too common, but hey, it's an option, when you really want a constructor function that you'll use only once and there's no sense of giving it a name.

**Summary**

You saw three (plus one) ways of creating objects in JavaScript. Remember that (despite the article's title) there's no such thing as a class in JavaScript. Looking forward to start coding using the new knowledge? Happy JavaScript-ing!

<https://www.phpied.com/3-ways-to-define-a-javascript-class/>

# Object-Oriented programming with JavaScript

**Object-Oriented programming** is one of the widely used programming paradigm that uses abstraction to create model based on real world. It is a model organized around “objects” rather than “actions” and data rather than logic. Historically, a program has been viewed as a logical procedure that takes input data, processes it, and produces output data. Object-oriented programming (OOP) uses **“objects”** – data structures consisting of **datafields** and **methods** – and their interactions to design applications and computer programs. Each object can be seen as a tiny machine which is responsible for the set of task assign to it.

Today, many popular programming languages (such as Java, JavaScript, C#, C++, Python, PHP etc) support **object-oriented programming** (OOP).

JavaScript has strong object-oriented programming capabilities. Although there is differences in object-oriented capability of javascript compared to other languages.

## Terminology

First let us see few terminologies that we use in object-oriented programming.

**Class**: Defines the characteristics of the Object.  
**Constructor**: A method called at the moment of instantiation.  
**Object**: An Instance of a Class.  
**Method**: An Object capability as walk.  
**Property**: An Object characteristic, such as color.  
**Inheritance**: A Class can inherit characteristics from another Class.  
**Encapsulation**: A Class defines only the characteristics of the Object, a method defines only how the method executes.  
**Abstraction**: The conjunction of complex inheritance, methods, properties of an Object must be able to simulate a reality model.  
**Polymorphism**: Different Classes might define the same method or property.

## The Class in JavaScript

Unlike Java, C++ etc, JavaScript does not contains class statement. **JavaScript is a prototype-based language**. **JavaScript uses functions as classes**. Defining a class is as easy as defining a function. In the example below we define a new class called Car.

//Define the class Car

function Car() { }

## The Object (Class Instance) in JavaScript

For creating instances of any class i.e. objects use **new** keyword. For example, in below code snippet we created two instances of class Car.

//Define the class Car

function Car() { }

var car1 = new Car();

var car2 = new Car();

## The Constructor in JavaScript

In object oriented methodology, a Constructor is a method that is used to initiate the properties of any class instance. Thus the constructor gets called when the class is instantiated.  
As in JavaScript there is no class keyword and the function serves as class definition, there is no need of defining constructor explicitly. The function defined for the class acts as constructor. For example, in following code snippet we have called an alert statement when class Car is instantiated.

//Define the class Car

function Car() {

alert("Class CAR Instantiated");

}

var car1 = new Car();

var car2 = new Car();

## The Property (object attribute) in JavaScript

Properties are the variable that are member of an object and can define the state of any instance of Class. Property of a class can be accessed within the class using **this** keyword. For example, in following code snippet we have assign a property speed to Car.

//Define the class Car

function Car(speed) {

alert("Class CAR Instantiated");

this.speed = speed;

}

var car1 = new Car(40);

var car2 = new Car(60);

alert("Car1 Speed: " + car1.speed);

alert("Car2 Speed: " + car2.speed);

One thing we should note here is that for inheritance works correctly, the Properties should be set in the prototype property of the class (function). The above example becomes:

//Define the class Car

function Car(speed) {

alert("Class CAR Instantiated");

this.speed = speed;

}

Car.prototype.speedLimit=240;

var car1 = new Car(40);

var car2 = new Car(60);

alert("Car1 Speed: " + car1.speed);

alert("Car2 Speed: " + car2.speed);

alert("Car2 Speed: " + car2. speedLimit);

## The methods in JavaScript

To define methods in a Class, all you have to do is just define a attribute and assign an function to it. For example, in below code snippet we defined a method setSpeed() for class Car.

//Define the class Car

function Car(speed) {

alert("Class CAR Instantiated");

this.speed = speed;

}

Car.prototype.speedLimit=240;

Car.prototype.setSpeed = function(speed) {

this.speed = speed;

alert("Car speed changed");

}

var car1 = new Car(40);

var car2 = new Car(60);

car1.setSpeed(120);

car2.setSpeed(140);

## Inheritance in JavaScript

JavaScript supports single class inheritance. To create a child class that inherit parent class, we create a Parent class object and assign it to the Child class. In following example we created a child class Ferrari from parent class Car.

//Define the Car class

function Car() { }

Car.prototype.speed= 'Car Speed';

Car.prototype.setSpeed = function(speed) {

this.speed = speed;

alert("Car speed changed");

}

//Define the Ferrari class

function Ferrari() { }

Ferrari.prototype = new Car();

// correct the constructor pointer because it points to Car

Ferrari.prototype.constructor = Ferrari;

// replace the setSpeed method

Ferrari.prototype.setSpeed = function(speed) {

this.speed = speed;

alert("Ferrari speed changed");

}

var car = new Ferrari();

car.setSpeed();

## Encapsulation in JavaScript

In JavaScript, encapsulation is achieved by the inheritance. The child class inherit all the properties and methods of parent class and needs to override the method only that needs to be changed. This encapsulation by which every class inherits the methods of its parent and only needs to define things it wishes to change.

**Update**: A new tutorial cover these Javascript OOPs topics in details. Please refer: [**JavaScript 101: Objects and Functions**](http://viralpatel.net/blogs/javascript-objects-functions/)

\"In JavaScript, encapsulation is achieved by the inheritance. The child class inherit all the properties and methods of parent class\"

In JavaScript, when you create a subclass from an existing class, only the \*public\* and \*privileged\* members are passed on (public/privileged members are created using the this keyword). You can also implement encapsulation with private members using closures.

In your example, this.speed is public and accessible, you can change it after instantiating the object. To truly protect speed, you\’d want to do something like this (I hope the spacing will be preserved):

var Car = function(mph) {

//private attribute

var speed;

//privileged methods

this.getSpeed = function() {

return speed;

}

this.setSpeed = function(mph) {

speed = mph;

}

this.setSpeed(mph);

} ;

Car.prototype = {

//public, non-privileged methods go here

whatever: function () {}

};

speed is private, you can only access it using the public getter and setter.

You can subclass Car and still access speed, but only through the privileged methods (getSpeed and setSpeed) because the privileged methods will be passed on (they are publicly accessible via the this keyword). No instance methods in the subclass will have \*direct\* access to speed, though – you have to go through the existing privileged methods (getSpeed and setSpeed).

\"JavaScript supports single class inheritance.\"

JavaScript also has prototypal inheritance which uses objects instead of defining a class structure and technically, you can have multiple inheritance via augmentation/mixins.

[Reply](http://viralpatel.net/blogs/object-oriented-programming-with-javascript/?replytocom=10069#respond)

Well i just want to point that JavaScript instantiation method does not mean copy public methods from the prototype, this process is an implementation of decoration pattern. Every instance creates an empty object that decorates the constructor.prototype object, so actually instance or inheritance (actually done by instance), its a decoration process, this is the process by which JavaScript allows to have dynamic classes, and when you augment the class all previous instances of that class get the method.

i wrote an article on the same topic of Object Oriented JavaScript in Mozilla  
<https://developer.mozilla.org/en/Introduction_to_Object-Oriented_JavaScript>

<http://viralpatel.net/blogs/object-oriented-programming-with-javascript/>

# JavaScript 101: Objects and Functions

## JavaScript Object and their Prototypes

Objects in JavaScript is nothing but collection of attributes (or properties to be more inline with ECMA definition). And a property is defined as a key-value pair. Object in JavaScript can be created using many ways, but for now we are gonna use a simple one.  
Lets create a Person called John:

var John = {

'name' : 'John Doe',

'age' : '25'

};

This object has two property ‘name’ and ‘age’. Note that the value of a property is not at all limited to primitive types but can be any other javascript object. So for example ‘John’ may have another property ‘address’, whose value can be an Array of different address objects. Apart from the properties defined in object, every JavaScript object has another secret internal property called ‘\_\_proto\_\_’. This property points to the prototype of the John. But what is the prototype of John? Well for John here, its JavaScript’s parent of all objects, The Object. And what is the prototype of The Object? Its *null*.  
Below image might make this more clear:

![javascript-object](data:image/png;base64,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)

## Prototype Chaining and Inheritance

We now know that each object in JavaScript has another \_\_proto\_\_ property which refers to its prototype. If I am to create an object, and explicitly assign \_\_proto\_\_ another object… what would that mean?

var Man = {

gender: 'male'

};

var John = {

name: 'John Doe',

age: 25,

\_\_proto\_\_: Man

}
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This would mean John *prototypically inherits* from Man. All properties of Man can be directly accessed through John, this is because whenever any property is accessed via John and if it is not found in John it will be looked in the prototype of John.

console.log(John.name); // John Doe

console.log(John.age); // 25

console.log(John.gender); // male

Further, this prototypical inheritance is not limited to two levels and can be extended to any level. This sort of chaining is called **Prototype Chaining**.

The rule to resolve any property is: If a property is not found in an object, it is looked into the prototype chain of the object all the way to Object unless found earlier. If property is not found, we get a property undefined error.

## Function

A function is a special type of Object which may be invoked as a routine. A function may have properties, and some lines of code which determines the behavior of the function. For example, we can have a function named isEven() which takes a number as parameter and tell us whether a number is even or not.

function isEven(no){

return no % 2 === 0;

}

Further functions can be used to create Objects acting as a Constructor for the class. All that is required is to use new operator when calling that function. For example, I can write following Person function to create different Person objects:

function Person(name, age){

this.name = name;

this.age = age;

this.shoutYourName = function(){

alert('My name is ' + name +'!');

};

}

//create Objects

var John = new Person('John'25);

var Donn = new Person('Donn'29);

console.log(John.name); //John

console.log(John.age); //25

John.shoutYourName(); //alerts 'My name is John!'

Now the question is what gets create and stored in memory above functions are created? What’s the prototype of it? And how is it that same functions can act as Constructors to create new objects?

To answer these question,  
A function that is called using *new* operator for creation of new objects is called a Constructor Function.  
Creating a function creates an object of type Function. That means, any new function will have its \_\_proto\_\_ point to prototype of ‘Function’.  
**As a side note:** *Function is a global internal Object, it doesn’t have any properties of its own but inherits them from Function.prototype.*  
Further, objects of type Function have another property called ‘prototype’ pointing to the prototype of the objects which will be created using this function.

In case of above example:  
1. Person is an object of type Function. And this also means Person has its \_\_proto\_\_ property pointed to Function.prototype  
2. Person has a property ‘prototype’ pointing to an object which will be assigned to \_\_proto\_\_ property of objects created by Person, in our case, John and Donn. Lets call this prototype object Person.prototype. So this would mean any objects created using Person will be prototypically inherited from Person.

console.log(John.\_\_proto\_\_ === Person.prototype) //true

console.log(Donn.\_\_proto\_\_ === Person.prototype) //true

console.log(Person.\_\_proto\_\_ === Function.prototype) //true

### Structure of Person.prototype

As already mentioned above, all objects created using Person will have their \_\_proto\_\_ pointing to Person.prototype. This means, these objects will Prototypically inherit from Person.prototype

1. \_\_proto\_\_ of Person.prototype points to Object.
2. And extra property added to Person.prototype will be prototypically available to objects created by calling new Person(). And using this reference inside properties of Person.prototype will refer to properties of Person. So, after creating the objects John and Donn, if I am to add below code:
3. Person.prototype.getAllCapsName = function(){
4. return this.name.toUpperCase();
5. };

this property getAllCapsName will be immediately available in already created objects ‘John’ and ‘Donn’. And that’s because, saying it again, \_\_proto\_\_ of John and Donn is pointing to Person.prototype object,i.e, John and Donn prototypically-inherits from Person.

console.log(John.getAllCapsName()) //JOHN

console.log(John.\_\_proto\_\_.getAllCapsName()) //Can't access property of John using this.

//this refers to Person.prototype object

console.log(Person.prorotype.getAllCapsName()) //Can't access property using this.

1. Person.prototype has another special property called constructor, which points to the original function object Person. And due to above point:
2. console.log(Person.prototype.constructor===Person) //true
3. console.log(John.constructor)// print Person function
4. console.log(Person.prototype.constructor)// print Person function
5. console.log(John.constructor===Person) //true
6. console.log(John.\_\_proto\_\_.constructor===Person.prototype.constructor) //true
7. console.log(John.\_\_proto\_\_.constructor===Person.prototype.constructor) //true

In case things are still hazy, image below might help:
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Now since behavior of all objects created using one Constructor Function will be same, it makes more sense to add the behavior in the prototype of Constructor Function than in the Constructor Function. I.e. to add functions properties inside Person.prototype than in Person. This is because any function-property in Person (say shoutYourName()) will be copied in John and Donn. But, any function-property in Person.prototype will be available to John and Donn through \_\_proto\_\_ reference.  
So if I am to change the definition of shoutYourName for John, behavior of Donn will not be affected. But it’s not the case with getAllCapsName().

Let see this working:

var Person = function(name, age){

this.name = name;

this.age = age;

this.shoutYourName = function(){

return 'SHOUTING '+ this.name;

};

};

var John = new Person('John',25);

var Donn = new Person('Donn',25);

console.log(John.shoutYourName()) // SHOUTING John

console.log(Donn.shoutYourName()) // SHOUTING Donn

Person.prototype.shhhYourName = function(){

return 'shhh ' + this.name;

};

console.log(John.shhhYourName()) // shhh John

console.log(Donn.shhhYourName()) // shhh Donn

//changing definition of only John

John.shoutYourName = function(){

return 'SHOUTING ' + this.name + '!!!!!';

};

//changing definition in prototype

Person.prototype.shhhYourName = function(){

return 'shhh ' + this.name + '!!!!!';

};

console.log(John.shoutYourName()) // SHOUTING John!!!!!

console.log(Donn.shoutYourName()) // SHOUTING Donn

console.log(John.shhhYourName()) // shhh John!!!!!

console.log(Donn.shhhYourName()) // shhh Donn!!!!!

Hope it helped to have a better understanding of Objects and Functions is JavaScript.  
and The End. :)

<http://viralpatel.net/blogs/javascript-objects-functions/>

**Closures are functions that refer to independent (free) variables (variables that are used locally, but defined in an enclosing scope). In other words, these functions 'remember' the environment in which they were created.**

## Lexical scoping[EDIT](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Closures$edit#Lexical_scoping)

Consider the following:

function init() {

var name = 'Mozilla'; // name is a local variable created by init

function displayName() { // displayName() is the inner function, a closure

alert(name); // use variable declared in the parent function

}

displayName();

}

init();

init() creates a local variable called name and a function called displayName(). The displayName() function is an inner function that is defined inside init() and is only available within the body of the  init() function. The displayName() function has no local variables of its own. However, because inner functions have access to the variables of outer functions, displayName() can access the variable name declared in the parent function, init().

[Run](http://jsfiddle.net/xAFs9/3/) the code and notice that the alert() statement within the displayName() function successfully displays the value of the name variable, which is declared in its parent function. This is an example of lexical scoping, which describes how a parser resolves variable names when functions are nested. The word "lexical" refers to the fact that lexical scoping uses the location where a variable is declared within the source code to determine where that variable is available. Nested functions have access to variables declared in their outer scope.

## Closure[EDIT](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Closures$edit#Closure)

Now consider the following example:

function makeFunc() {

var name = 'Mozilla';

function displayName() {

alert(name);

}

return displayName;

}

var myFunc = makeFunc();

myFunc();

Running this code has exactly the same effect as the previous example of the init() function above: this time, the string "Mozilla" will be displayed in a JavaScript alert box. What's different — and interesting — is that the displayName() inner function is returned from the outer function before being executed.

At first glance, it may seem unintuitive that this code still works. In some programming languages, the local variables within a function exist only for the duration of that function's execution. Once makeFunc() has finished executing, you might expect that the name variable would no longer be accessible. However, because the code still works as expected, this is obviously not the case in JavaScript.

The reason is that functions in JavaScript form closures. A closure is the combination of a function and the lexical environment within which that function was declared. This environment consists of any local variables that were in-scope at the time that the closure was created. In this case, myFunc is a reference to the instance of the function displayName created when makeFuncis run. The instance of displayName maintains a reference to its lexical environment, within which the variable name exists. For this reason, when myFunc is invoked, the variable nameremains available for use and "Mozilla" is passed to alert.

Here's a slightly more interesting example — a makeAdder function:

function makeAdder(x) {

return function(y) {

return x + y;

};

}

var add5 = makeAdder(5);

var add10 = makeAdder(10);

console.log(add5(2)); // 7

console.log(add10(2)); // 12

In this example, we have defined a function makeAdder(x), which takes a single argument, x, and returns a new function. The function it returns takes a single argument, y, and returns the sum of x and y.

In essence, makeAdder is a function factory — it creates functions which can add a specific value to their argument. In the above example we use our function factory to create two new functions — one that adds 5 to its argument, and one that adds 10.

add5 and add10 are both closures. They share the same function body definition, but store different lexical environments. In add5's lexical environment, x is 5, while in the lexical environment for add10, x is 10.

## Practical closures[EDIT](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Closures$edit#Practical_closures)

Closures are useful because they let you associate some data (the lexical environment) with a function that operates on that data. This has obvious parallels to object oriented programming, where objects allow us to associate some data (the object's properties) with one or more methods.

Consequently, you can use a closure anywhere that you might normally use an object with only a single method.

Situations where you might want to do this are particularly common on the web. Much of the code we write in front-end JavaScript is event-based — we define some behavior, then attach it to an event that is triggered by the user (such as a click or a keypress). Our code is generally attached as a callback: a single function which is executed in response to the event.

For instance, suppose we wish to add some buttons to a page that adjust the text size. One way of doing this is to specify the font-size of the body element in pixels, then set the size of the other elements on the page (such as headers) using the relative em unit:

body {

font-family: Helvetica, Arial, sans-serif;

font-size: 12px;

}

h1 {

font-size: 1.5em;

}

h2 {

font-size: 1.2em;

}

Our interactive text size buttons can change the font-size property of the body element, and the adjustments will be picked up by other elements on the page thanks to the relative units.

Here's the JavaScript:

function makeSizer(size) {

return function() {

document.body.style.fontSize = size + 'px';

};

}

var size12 = makeSizer(12);

var size14 = makeSizer(14);

var size16 = makeSizer(16);

size12, size14, and size16 are now functions which will resize the body text to 12, 14, and 16 pixels, respectively. We can attach them to buttons (in this case links) as follows:

document.getElementById('size-12').onclick = size12;

document.getElementById('size-14').onclick = size14;

document.getElementById('size-16').onclick = size16;

<a href="#" id="size-12">12</a>

<a href="#" id="size-14">14</a>

<a href="#" id="size-16">16</a>

## Emulating private methods with closures[EDIT](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Closures$edit#Emulating_private_methods_with_closures)

Languages such as Java provide the ability to declare methods private, meaning that they can only be called by other methods in the same class.

JavaScript does not provide a native way of doing this, but it is possible to emulate private methods using closures. Private methods aren't just useful for restricting access to code: they also provide a powerful way of managing your global namespace, keeping non-essential methods from cluttering up the public interface to your code.

The following code illustrates how to use closures to define public functions that can access private functions and variables. Using closures in this way is known as the [module pattern](http://www.google.com/search?q=javascript+module+pattern):

var counter = (function() {

var privateCounter = 0;

function changeBy(val) {

privateCounter += val;

}

return {

increment: function() {

changeBy(1);

},

decrement: function() {

changeBy(-1);

},

value: function() {

return privateCounter;

}

};

})();

console.log(counter.value()); // logs 0

counter.increment();

counter.increment();

console.log(counter.value()); // logs 2

counter.decrement();

console.log(counter.value()); // logs 1

In previous examples, each closure has had its own lexical environment. Here, though, we create a single lexical environment that is shared by three functions: counter.increment, counter.decrement, and counter.value.

The shared lexical environment is created in the body of an anonymous function, which is executed as soon as it has been defined. The lexical environment contains two private items: a variable called privateCounter and a function called changeBy. Neither of these private items can be accessed directly from outside the anonymous function. Instead, they must be accessed by the three public functions that are returned from the anonymous wrapper.

Those three public functions are closures that share the same environment. Thanks to JavaScript's lexical scoping, they each have access to the privateCounter variable and changeByfunction.

You'll notice we're defining an anonymous function that creates a counter, and then we call it immediately and assign the result to the counter variable. We could store this function in a separate variable makeCounter and use it to create several counters.

var makeCounter = function() {

var privateCounter = 0;

function changeBy(val) {

privateCounter += val;

}

return {

increment: function() {

changeBy(1);

},

decrement: function() {

changeBy(-1);

},

value: function() {

return privateCounter;

}

}

};

var counter1 = makeCounter();

var counter2 = makeCounter();

alert(counter1.value()); /\* Alerts 0 \*/

counter1.increment();

counter1.increment();

alert(counter1.value()); /\* Alerts 2 \*/

counter1.decrement();

alert(counter1.value()); /\* Alerts 1 \*/

alert(counter2.value()); /\* Alerts 0 \*/

Notice how each of the two counters, counter1 and counter2, maintains its independence from the other. Each closure references a different version of the privateCounter variable through its own closure. Each time one of the counters is called, its lexical environment changes by changing the value of this variable; however changes to the variable value in one closure do not affect the value in the other closure.

Using closures in this way provides a number of benefits that are normally associated with object oriented programming -- in particular, data hiding and encapsulation.

## Creating closures in loops: A common mistake[EDIT](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Closures$edit#Creating_closures_in_loops_A_common_mistake)

Prior to the introduction of the [let keyword](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Statements/let) in ECMAScript 2015, a common problem with closures occurred when they were created inside a loop. Consider the following example:

<p id="help">Helpful notes will appear here</p>

<p>E-mail: <input type="text" id="email" name="email"></p>

<p>Name: <input type="text" id="name" name="name"></p>

<p>Age: <input type="text" id="age" name="age"></p>

function showHelp(help) {

document.getElementById('help').innerHTML = help;

}

function setupHelp() {

var helpText = [

{'id': 'email', 'help': 'Your e-mail address'},

{'id': 'name', 'help': 'Your full name'},

{'id': 'age', 'help': 'Your age (you must be over 16)'}

];

for (var i = 0; i < helpText.length; i++) {

var item = helpText[i];

document.getElementById(item.id).onfocus = function() {

showHelp(item.help);

}

}

}

setupHelp();

The helpText array defines three helpful hints, each associated with the ID of an input field in the document. The loop cycles through these definitions, hooking up an onfocus event to each one that shows the associated help method.

If you try this code out, you'll see that it doesn't work as expected. No matter what field you focus on, the message about your age will be displayed.

The reason for this is that the functions assigned to onfocus are closures; they consist of the function definition and the captured environment from the setupHelp function's scope. Three closures have been created by the loop, but each one shares the same single lexical environment, which has a variable with changing values (item.help). The value of item.help is determined when the onfocus callbacks are executed. Because the loop has already run its course by that time, the item variable object (shared by all three closures) has been left pointing to the last entry in the helpText list.

One solution in this case is to use more closures: in particular, to use a function factory as described earlier:

function showHelp(help) {

document.getElementById('help').innerHTML = help;

}

function makeHelpCallback(help) {

return function() {

showHelp(help);

};

}

function setupHelp() {

var helpText = [

{'id': 'email', 'help': 'Your e-mail address'},

{'id': 'name', 'help': 'Your full name'},

{'id': 'age', 'help': 'Your age (you must be over 16)'}

];

for (var i = 0; i < helpText.length; i++) {

var item = helpText[i];

document.getElementById(item.id).onfocus = makeHelpCallback(item.help);

}

}

setupHelp();

This works as expected. Rather than the callbacks all sharing a single lexical environment, the makeHelpCallback function creates a new lexical environment for each callback, in which helprefers to the corresponding string from the helpText array.

One other way to write the above using anonymous closures is:

function showHelp(help) {

document.getElementById('help').innerHTML = help;

}

function setupHelp() {

var helpText = [

{'id': 'email', 'help': 'Your e-mail address'},

{'id': 'name', 'help': 'Your full name'},

{'id': 'age', 'help': 'Your age (you must be over 16)'}

];

for (var i = 0; i < helpText.length; i++) {

(function() {

var item = helpText[i];

document.getElementById(item.id).onfocus = function() {

showHelp(item.help);

}

})(); // Immediate event listener attachment with the current value of item (preserved until iteration).

}

}

setupHelp();

If you don't want to use more closures, you can use the [let](https://developer.mozilla.org/en/docs/Web/JavaScript/Reference/Statements/let) keyword introduced in ES2015 :

function showHelp(help) {

document.getElementById('help').innerHTML = help;

}

function setupHelp() {

var helpText = [

{'id': 'email', 'help': 'Your e-mail address'},

{'id': 'name', 'help': 'Your full name'},

{'id': 'age', 'help': 'Your age (you must be over 16)'}

];

for (var i = 0; i < helpText.length; i++) {

let item = helpText[i];

document.getElementById(item.id).onfocus = function() {

showHelp(item.help);

}

}

}

setupHelp();

This example uses let instead of var, so every closure binds the block-scoped variable, meaning that no additional closures are required.

## Performance considerations[EDIT](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Closures$edit#Performance_considerations)

It is unwise to unnecessarily create functions within other functions if closures are not needed for a particular task, as it will negatively affect script performance both in terms of processing speed and memory consumption.

For instance, when creating a new object/class, methods should normally be associated to the object's prototype rather than defined into the object constructor. The reason is that whenever the constructor is called, the methods would get reassigned (that is, for every object creation).

Consider the following case:

function MyObject(name, message) {

this.name = name.toString();

this.message = message.toString();

this.getName = function() {

return this.name;

};

this.getMessage = function() {

return this.message;

};

}

Because the previous code does not take advantage of the benefits of closures, we could instead rewrite it as follows:

function MyObject(name, message) {

this.name = name.toString();

this.message = message.toString();

}

MyObject.prototype = {

getName: function() {

return this.name;

},

getMessage: function() {

return this.message;

}

};

However, redefining the prototype is not recommended. The following example instead appends to the existing prototype:

function MyObject(name, message) {

this.name = name.toString();

this.message = message.toString();

}

MyObject.prototype.getName = function() {

return this.name;

};

MyObject.prototype.getMessage = function() {

return this.message;

};

The above code can also be written in a cleaner way with the same result:

function MyObject(name, message) {

this.name = name.toString();

this.message = message.toString();

}

(function() {

this.getName = function() {

return this.name;

};

this.getMessage = function() {

return this.message;

};

}).call(MyObject.prototype);

In the three previous examples, the inherited prototype can be shared by all objects and the method definitions need not occur at every object creation. See [Details of the Object Model](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Guide/Details_of_the_Object_Model) for more.

<https://developer.mozilla.org/en/docs/Web/JavaScript/Closures>
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Earlier, I talked about the [basics of JavaScript Closure](http://veerasundar.com/blog/2013/08/javascript-closures/). In this post, lets continue to explore Closure with the help of some practical examples.

Before we begin, just to recap,

Closure encloses function and the set of variables that were in scope of the function when it was declared. The variables inside the closure kept alive as long as the function alive.

With that in mind, let’s make some closures.

## 1. Maintain State between function calls

Let’s say you have function add() and you’d like it to add all the values passed to it in several calls and return the sum. For example,

add(5); // returns 5

add(20); // returns 25 (5+20)

add(3); // returns 28 (25 + 3)

Of course, you can use a global variable in order to hold the total. But keep in mind that [this dude](http://en.wikipedia.org/wiki/Tyrannosaurus) will eat you alive if you (ab)use globals.

For scenarios like this, Closure is the best candidate for maintaining state between function calls without using globals. Let’s see how.

// Using IIFE, to not to pollute global namespace.

(function(){

var addFn = function addFn(){

// local to closure and hold the value inbetween multiple calls.

var total = 0;

return function(val){

total += val;

return total;

}

};

var add = addFn();

console.log(add(5)); // 5

console.log(add(20)); // 25

console.log(add(3)); // 28

}());

[Run this example on JSFiddle](http://jsfiddle.net/gHZjA/).

## 2. Partial application, a.k.a Currying

Suppose you have a function that takes several arguments and you only know values for some of the arguments in the beginning. For this scenario, you can make use of [Currying](http://en.wikipedia.org/wiki/Currying) technique to pre-fill the values for known arguments and supply values for the rest of the arguments later.

Here’s an example, illustrating Currying using Closure.

Assume you have a showMessage() function that shows given message on screen with the given type and position. It takes three arguments. So, every time you want to call this function, you need to supply these three values.

(function(){

function showMessage(type, position, message){

// displays a message at position and sets it type (for CSS styling)

}

showMessage('error', 'top', 'Not good.');

showMessage('info', 'top', 'You better know this.');

}());

What if you want to make this function call, simpler? What if you create two other methods, namely, showError() and showInfo() that prefill the message type and position and supply the actual message in a later point in time? Let’s Curry them.

The Curry function is taken from [John Resig’s post](http://ejohn.org/blog/partial-functions-in-javascript/) (which btw is a good read [about Currying](http://ejohn.org/blog/partial-functions-in-javascript/)).

(function(){

// Lets add Curry method to Function so that we can call it on any function we want.

Function.prototype.curry = function(){

var fn = this, args = Array.prototype.slice.call(arguments);

return function(){

return fn.apply(this, args.concat(Array.prototype.slice.call(arguments)));

};

};

// Core method.

function showMessage(type, position, message){

console.log('showing [' + message + '] of type [' + type + '] at [' + position + '].' );

}

// Create special versions of Core method using Currying.

var showError = showMessage.curry('error', 'top');

var showInfo = showMessage.curry('info', 'bottom');

// Call our special methods.

showError('Not good.');

showInfo('You better know this.');

}());

[Run this example of JSFiddle](http://jsfiddle.net/3GqcW/)

## 3. Private methods in JavaScript?

Yes, we can emulate private methods in JavaScript using Closure. Let’e see how.

(function(){

var makeCar = function(){

// private variable

var fuel = 0;

// private method

function burnFuel(){

fuel-=10;

console.log('Burned fuel [10]');

}

return {

accelerate : function(){

if(fuel > 0){

burnFuel();

}else{

console.log('Out of gas. Fill now.');

}

},

fillGas : function(gas){

if(fuel <= 100){

fuel += gas;

}else{

console.log('Reached capacity. Stop spilling.');

}

}

}

};

var car = makeCar();

car.accelerate(); // Out of gas. Fill now.

car.fillGas(75);

car.accelerate(); // Burned fuel [10]

car.accelerate(); // Burned fuel [10]

}());

[Run this example on JSFiddle](http://jsfiddle.net/Fka3b/)

As you can see, the makeCar() function returns an object with two methods: accelerate and fillGas. These two methods has access to the private method burnFuel and private variable fuel. But the outer world can not directlty access these two.

So, with the help of closure you can simulate object oriented programming in JavaScript.

With that, I am concluding this post of Closure examples. Of course, these are not the only examples of Closures. There are lot many out there. Btw, If you have written closure for an interesting use case, feel free to share it in the comments section.

<https://veerasundar.com/blog/2013/08/javascript-closure-examples/>